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รายงาน Contest 2

# Data

เราได้ทดลองใช้ข้อมูลจากหลาย ๆ แหล่ง โดยเพิ่มขนาดของข้อมูลให้มากขึ้น เรียงจาก

* nyt\_eng\_2000 (195MB)
* nyt\_eng (1GB) (105724492 tokens)
* nyt\_eng (2GB) (502821258 tokens)
* One billion word benchmark dataset (4GB) (768648884 tokens)

# ตารางเทียบค่า

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Score/ Model | nyt\_eng\_2000 + pyspellchecker  (dictionary สร้างเอง) | nyt\_eng\_2000 + pyspellchecker  (AGID) | nyt\_eng\_2000 | nyt\_eng 1gb | nyt\_eng 2gb | One billion word benchmark dataset |
| Precision | 0.0983 | 0.1123 | 0.1224 | 0.1319 | 0.1411 | 0.1598 |
| Recall | 0.0305 | 0.0367 | 0.0357 | 0.0338 | 0.0417 | 0.0532 |
| F0.5 | 0.0681 | 0.0795 | 0.0824 | 0.0892 | 0.0955 | 0.1141 |

ซึ่งจากการทดลองพบว่า Data ที่มากขึ้น จะทำให้ผลลัพท์ดีขึ้นตามลำดับ และจากโมเดล จะเห็นว่าค่า recall น้อยมากเมื่อเทียบกับค่าอื่น จึงคิดว่าโมเดลนี้ มีการเดาคำตอบน้อย แต่มีความแม่นยำสูง

# Language model

เนื่องจากเวลาไม่พอ และโมเดลใช้เวลา run นาน เราจึงเลือกใช้ 5-gram ในการสร้างโมเดลนี้ และใช้ KenLM ในการ train

# Algorithm

เราได้สร้าง def หลาย ๆ อันในโมเดลนี้ เพื่อความสะดวกและไม่ให้โมเดลใช้เวลา run นานเกินไป โดยแบ่งdef หลัก คร่าว ๆ ได้ดังนี้

1. def ที่รับ input และสร้าง output

เพื่อความสะดวก เราจึงเขียนคำสั่งที่รับ string เป็นประโยคแล้วนำไปหา candidate และคำนวน score ใน def อื่น แล้วนำผลลัพท์มาสร้างไฟล์ใหม่เป็น output

1. def สร้าง dictionary

เราได้ใช้ตัวอย่างคำศัพท์โดยได้มีการอ้างอิงจาก[เปเปอร์นี้](https://www.aclweb.org/anthology/W18-0529.pdf) ที่ได้ใช้ Automatically Generated Inflection Database ([AGID](http://wordlist.aspell.net/other/)) ในการหา candidate ของคำต่าง ๆ ใน text และยังสร้าง dictionary ของ articles ,preposition, pronoun และ modal verb เอง พบว่า AGID ให้ผลลัพท์ที่ดีกว่าการสร้าง dictionary ของ verb และ noun เอง จึงคาดว่า AGID มีคลังคำศัพท์ที่สมบูรณ์กว่า

1. def สร้าง candidate

เริ่มหา candidate ด้วยการนำ text มา tokenize ด้วย spacy แล้วนำแต่ละคำไปวนหาว่า อยู่ใน dictionary อะไร เสร็จแล้วจึงนำคำอื่น ๆ ที่สามารถเป็น candidate ได้ มา generate เป็นประโยคใหม่ แล้วนำไป คำนวน score เพื่อหา best candidate แล้วส่งกลับไปยัง def ที่หนึ่ง เพื่อสร้าง output text

1. def คำนวน score

รับ candidate ทั้งหมดมาคำนวณหาประโยคที่ดีที่สุดโดยใช้KenLm

หมายเหตุ : เราได้เจอ [github](https://github.com/chrisjbryant/lmgec-lite) อันหนึ่งที่ทดลองทำโมเดลโดยอ้างอิงเปเปอร์ จึงได้นำมาเป็น guideline ในการทดลองสร้างโมเดล

หมายเหตุ 2 : เราได้ทดลองใส่ pyspellchecker ในโมเดลแล้ว พบว่า pyspellchecker ทำให้โมเดลมีประสิทธิภาพลดลง และใช้เวลา run นานขึ้นมาก จึงไม่นำมาใส่ในโมเดล

# ข้อสรุป

จากการทดลอง เราได้ข้อสรุปว่า คุณภาพของโมเดลจะเพิ่มขึ้นตาม แหล่งข้อมูลที่นำมา train ว่าใหญ่แค่ไหน และความสมบูรณ์ของ dictionary ที่สร้างว่ามีคำครอบคลุมมากแค่ไหน เพราะจากไฟล์ทดลองที่มีมากกว่า 50000 ประโยค ทำให้คาดว่า แหล่งข้อมูลที่น้อยเกินไป จะส่งผลให้โมเดลไม่มีแหล่งอ้างอิงถึงบางประโยค ทำให้ประโยคเหล่านั้นไม่ได้รับการแก้ไข

เราจึงเลือกใช้โมเดลที่ train ด้วยข้อมูล One billion word benchmark dataset (4GB) (768648884 tokens) และ dictionary จาก AGID ในการสร้างโมเดลนี้

แต่ก็มีข้อเสียคือ ข้อจำกัดของ colab ที่มี disk เพียง 100gb และ RAM 25gb เราคิดว่าโมเดลนี้สามารถพัฒนาได้อีกตามขนาดข้อมูลที่นำไป train กับโมเดล ![](data:image/png;base64,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)